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ABSTRACT

The proliferation of location-based services and social networks
has given rise to geosocial networks, which model not only the
social interactions between users but also their spatial activi-
ties. We study the efficient computation of a recently proposed
query for geosocial networks called Geosocial Reachability query
(RangeReach), which comes as a hybrid of the traditional spatial
selection (range) query and the graph reachability problem. In-
tuitively, given a geosocial network𝐺 , a vertex 𝑣 , and a spatial
region 𝑅, RangeReach(𝐺, 𝑣, 𝑅) determines whether 𝑣 can reach
any vertex in 𝐺 with spatial activity inside 𝑅. We consider an
interval-based labeling scheme proposed in the past for graph
reachability to devise two novel solutions for RangeReach. The
first takes a social-first approach, prioritizing the graph reacha-
bility predicate. The second treats both predicates at the same
time by transforming the problem of answering RangeReach
queries into queries over a three-dimensional space that models
the spatial and interval-based reachability information in the
geosocial network. Our experimental analysis compares our pro-
posed solutions against a baseline spatial-first approach powered
by spatial indexing and a graph reachability technique, as well
as the state-of-the-art method for RangeReach queries.

1 INTRODUCTION

The ubiquity of mobile location-aware devices (smartphones and
watches, tablets, etc.) and the proliferation of social networks
have given rise to geosocial networks, where users not only form
social connections to each other but also perform geo-referenced
actions, e.g., posts and check-ins. Examples of such networks
include traditional social networks extended with geospatial in-
formation, such as X (formally known as Twitter) and Facebook,
and networks natively offering geosocial services, such as Yelp
and Foursquare. Previous research in geosocial networks has
focused on query processing [3, 23, 24, 42, 50, 51, 53] and index-
ing [54, 55], on the collision with recommender systems [37, 46]
and on analysis tasks such as influence maximization [8, 39] and
community search [11, 26, 27].

In this paper, we study the efficient computation of the Geoso-
cial Reachability query or simply RangeReach, proposed by Sar-
wat and Sun in [47]. A RangeReach(𝐺, 𝑣, 𝑅) query comes as a
hybrid of a traditional spatial range or selection, which identifies
all points or spatial vertices 𝑢 inside the query region 𝑅, and a
graph reachability query, which determines whether the directed
graph 𝐺 contains a path from query vertex 𝑣 to any of these
spatial vertices 𝑢. Such a query finds application in multiple sce-
narios. In Points-of-Interest recommendation, users can query
for restaurants in a particular area of the city that their friends
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or friends of their friends have visited in the past. In Geoadver-
tising [7], RangeReach can help determine the best location to
open a shop or how to advertise an event [8] based on users
that have direct or indirect (via friendship relationships) previous
activity in particular parts of a city. Another application area is
the study of infectious diseases [29, 31], e.g., COVID-19, where
RangeReach can assist on monitoring and understanding how
they spread in specific areas through human interaction.

A straightforward approach for RangeReach(𝐺, 𝑣, 𝑅) queries
is to first identify every spatial vertex 𝑢 inside query region 𝑅,
i.e., evaluate the spatial range query on 𝑅, and then evaluate
the graph reachability query from 𝑣 to 𝑢. We call this approach
spatial-first or SpaReach. To boost SpaReach, traditional spatial
indexing such as the R-tree [30] can be combined with graph
reachability techniques [52, 67, 69]. SpaReach prioritizes the
spatial predicate of RangeReach, and thus, it is sensitive to the
selectivity of the spatial selection. Especially when the answer
to the RangeReach query is negative, we must test the connec-
tivity of all spatial vertices contained inside 𝑅 to query vertex
𝑣 . To address such weaknesses, Sarwat and Sun [47] proposed
GeoReach, which does not prioritize one of the RangeReach
predicates. The method constructs an auxiliary structure termed
the SPA-Graph to partially materialize the social (graph) and the
spatial reachability information of the input geosocial network
𝐺 . Nevertheless, GeoReach still needs to traverse part of the
geosocial network, as the method does not take advantage of any
graph reachability indexing technique.

Given these shortcomings, we consider interval-based labeling
(specifically the scheme proposed by Agrawal et al. in [1]) as
the basis for two novel RangeReach methods. First, we devise
a social-first approach termed SocReach, which, contrary to
SpaReach, prioritizes the graph reachability predicate of the
query. The labeling scheme is used to compute all reachable
vertices from the query vertex 𝑣 , which are then spatially verified
to check if at least one lies inside region𝑅. Second, we propose the
3DReach method, which, similar to GeoReach, evaluates both
query predicates at the same time. Themain idea of 3DReach is to
model the input geosocial network and its interval-based labeling
inside a three-dimensional space. With this transformation, a
RangeReach query is rewritten as a set of three-dimensional
range queries.

The key contributions of this paper are summarized as follows:

• We investigate the application of the interval-based la-
beling on geosocial networks. To our knowledge, this is
the first time that interval-based labeling is used in such
context. As geosocial networks do not exhibit the char-
acteristics of hierarchies or knowledge bases [1, 18], we
present a specialized construction algorithm in Section 3.
• In Section 4, we propose two novel evaluation methods
for RangeReach queries, which capitalize on the interval-
based labeling. The SocReach method operates under a
social-first principle, an approach never considered before
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while 3DReach builds upon an entirely novel transforma-
tion of both the network and its labeling scheme in a three-
dimensional space. Note that, our methods can be easily
incorporated in existing systems for geosocial networks
as no custom data structures are required; only typical
spatial or multi-dimensional indexing for 3DReach.
• Graph reachability methods assume that the input is a di-
rected acyclic graph (DAG); hence, the strongly connected
components are collapsed into single vertices. In Section 5,
we discuss arbitrary graphs and how to model the spatial
extent of their strongly connected components (SCC).
• Section 6 compares our SocReach and 3DReachmethods
against the state-of-the-artGeoReach and two versions of
SpaReach, using four real-world geosocial networks. To
delve into the performance of the methods, we select the
datasets to represent two different cases of geosocial net-
works either dominated by a large SCC or containing mul-
tiple ones. In the first case, the evaluation of RangeReach
queries is dominated by their spatial range predicate, while
in the second, the overall cost is divided between the graph
reachability and the spatial range. Our analysis shows that
3DReach is the best evaluation method, outperforming
GeoReach and SpaReach in all tests by a wide margin,
for both cases of geosocial networks.

The rest of the paper is organized as follows. Section 2 formally
defines the RangeReach query and revisits the SpaReach and
GeoReach approaches. Section 7 discusses the related work on
graph reachability and spatial selection (range) queries. Last,
Section 8 concludes our paper.

2 PRELIMINARIES

In this section, we introduce necessary notation and background
for the problem of geocial reachability.

2.1 Notation and Problem Definition

We model a social network as a directed graph 𝐺 = (𝑉 , 𝐸) where
every vertex 𝑣 ∈ 𝑉 represents an entity of the network (e.g.,
users or venues). Every edge (𝑢, 𝑣) ∈ 𝐸 ⊆ 𝑉 × 𝑉 indicates a
friend relationship between the users corresponding to vertices
𝑢 and 𝑣 , e.g., the 𝑢 FOLLOWS 𝑣 users relationship on Twitter, or
between user𝑢 and venue 𝑣 , e.g., the𝑢 CHECKS-IN 𝑣 relationship
on Foursquare. A geosocial network is a social network where
a vertex 𝑣 can be associated with the coordinates of a point in
the two-dimensional space, denoted by 𝑣 .𝑝𝑜𝑖𝑛𝑡 ; for simplicity,
we call such 𝑣 , a spatial vertex. For the rest of the text, we denote
a geosocial network as 𝐺 = (𝑉 , 𝐸, 𝑃) where set 𝑃 contains the
points from all spatial vertices in the network.1

Wenext revisit the definition of twowell-established problems/
queries which act as the building blocks for the problem at hand.

Definition 2.1 (Graph Reachability). Given a directed graph
𝐺 = (𝑉 , 𝐸) and two vertices 𝑣,𝑢 ∈ 𝑉 , the graph reachability query
GReach(𝐺, 𝑣,𝑢) determines that 𝑣 can reach 𝑢 iff 𝐺 contains a
path from vertex 𝑣 to 𝑢.

Definition 2.2 (Spatial Range Query). Given a collection of
points 𝑃 and a spatial region 𝑅 in the same two-dimensional
space, the spatial range query SRange(𝑃, 𝑅) returns all points
from 𝑃 located inside region 𝑅.

1In this work, we assume that the spatial vertices are represented as points in the
two-dimensional space. However, our analysis and the proposed solutions can be
easily extended to arbitrary geometries and the three-dimensional space.
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Figure 1: Running example; spatial vertices in gray.

We now formally define the problem of geosocial reachability,
previously introduced in [47].

Problem 1 (GeoSocial Reachability). Given a geosocial net-
work 𝐺 = (𝑉 , 𝐸, 𝑃), a vertex 𝑣 ∈ 𝑉 and a spatial region 𝑅, the
geosocial reachability query RangeReach(𝐺, 𝑣, 𝑅) determines that
vertex 𝑣 can geosocially reach region 𝑅 iff 𝐺 contains a path from
𝑣 to a vertex 𝑢 with 𝑢.𝑝𝑜𝑖𝑛𝑡 located inside region 𝑅. Formally:

RangeReach(𝐺, 𝑣, 𝑅) =


TRUE, if ∃ 𝑢 ∈ 𝑉 such that

GReach(𝐺, 𝑣,𝑢) = TRUE and
𝑢.𝑝𝑜𝑖𝑛𝑡 ∈ SRange(𝑃, 𝑅)

FALSE, otherwise

Example 2.3. Consider the geosocial network 𝐺 in Figure 1.
The query RangeReach(𝐺, 𝑎, 𝑅) returns TRUE as there exists a
path in𝐺 from the query vertex 𝑎 to either of the spatial vertices
𝑒 and ℎ, located inside the query region 𝑅; on the other hand, the
query RangeReach(𝐺, 𝑐, 𝑅) returns FALSE.

2.2 Existing Solutions

Wenext revisit the two existing solutions forRangeReach queries.

2.2.1 The Spatial-first Approach. Intuitively, the RangeReach
query comes as a hybrid that involves a graph (or social) predicate
and a spatial predicate. Under this premise, a straightforward ap-
proach for processing RangeReach(𝐺 = (𝑉 , 𝐸, 𝑃), 𝑣, 𝑅) queries is
first to evaluate the SRange(𝑃, 𝑅) spatial range query identifying
every 𝑢.𝑝𝑜𝑖𝑛𝑡 ∈ 𝑃 located inside the query region 𝑅, and then
execute a series of graph reachability GReach(𝐺, 𝑣,𝑢) queries,
i.e., one for each vertex 𝑢 ∈ 𝑉 with 𝑢.𝑝𝑜𝑖𝑛𝑡 ∈ SRange(𝑃, 𝑅).
This spatial-first approach is captured by the SpaReach algo-
rithm discussed in [47]. The algorithm terminates either when
a GReach(𝐺, 𝑣,𝑢) query provides a positive answer, in which
case, the SpaReach returns TRUE for the RangeReach query, or
after all graph reachability queries provide a negative answer, in
which case, SpaReach returns FALSE.

Example 2.4. Consider again the network in Figure 1 and query
RangeReach(𝐺, 𝑎, 𝑅). SpaReach issues a spatial range query to
determine the spatial vertices inside 𝑅, i.e., vertices 𝑒 and ℎ.
Then, it returns TRUE as GReach(𝐺, 𝑎, 𝑒) = TRUE. In contrast,
the algorithm returns FALSE for RangeReach(𝐺, 𝑐, 𝑅) as both
GReach(𝐺, 𝑐, 𝑒) = FALSE and GReach(𝐺, 𝑐, ℎ) = FALSE.

To enhance SpaReach, spatial indexing is used for the spatial
range query and a graph labeling scheme for every consecutive
graph reachability query (see Section 7). Sarwat and Sun [47]
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B-vertices
a: TRUE
d: FALSE
f : FALSE
h: FALSE
k: FALSE

R-vertices
j: RMBR(j)

G-vertices
b: {2, 19}
c: {12, 14}
e: {14}
g: {12, 14}
i: {14}
l: {2}

Figure 2: SPA-Graph for the geosocial network in Figure 1;

𝑅𝑀𝐵𝑅( 𝑗) highlighted in red.

considered two versions of the spatial-first approach, which both
rely on an R-tree [30] to index the points in 𝑃 and then use either
the PLL reachability index [64] (Method SpaReach-PLL), or the
Feline reachability index [59] (Method SpaReach-Feline).

2.2.2 TheGeoReachMethod [47]. The key idea ofGeoReach
is to augment the vertices of the geosocial network𝐺 = (𝑉 , 𝐸, 𝑃)
with precomputed spatial and graph reachability information.
This new, augmented network is called the SPA-Graph. To con-
struct SPA-Graph, the authors first partition the two-dimensional
space using a hierarchical grid. Every spatial vertex in 𝐺 is con-
tained inside one cell of this grid. Then, each vertex 𝑣 ∈ 𝑉 is
classified into one of the following three classes:

(1) B-vertices: the vertex carries the Spatial Reachability Bit
or𝐺𝑒𝑜𝐵(𝑣), which is set to TRUE if 𝑣 can reach any spatial
vertex in the network;

(2) R-vertices: the vertex stores the Reachability Minimum
Bounding Rectangle or 𝑅𝑀𝐵𝑅(𝑣), which represents the
minimumbounding rectangle in the two-dimensional space
that encloses all spatial vertices, reachable from 𝑣 ;

(3) G-vertices: the vertex stores the Reachability Grid set or
𝑅𝑒𝑎𝑐ℎ𝐺𝑟𝑖𝑑 (𝑣), which contains the grid cells (potentially
from different levels) wherein all spatial vertices reachable
from 𝑣 are located.

The SPA-Graph of a geosocial network is constructed offline
based on three system parameters. MAX_RMBR captures the max-
imum allowed extent of 𝑅𝑀𝐵𝑅(𝑣); if the extent of the 𝑀𝐵𝑅

exceeds this limit then vertex 𝑣 is downgraded to a B-vertex.
MAX_REACH_GRIDS specifies the maximum allowed cardinality
of 𝑅𝑒𝑎𝑐ℎ𝐺𝑟𝑖𝑑 (𝑣); if the size of the set exceeds this limit, then
𝑣 is downgraded to an R-vertex, and its 𝑅𝑀𝐵𝑅(𝑣) is stored in-
stead of the 𝑅𝑒𝑎𝑐ℎ𝐺𝑟𝑖𝑑 (𝑣) set. Finally, MERGE_COUNT determines
whether adjacent quad-cells inside the 𝑅𝑒𝑎𝑐ℎ𝐺𝑟𝑖𝑑 (𝑣) of a G-
vertex 𝑣 should be merged; If the number of adjacent cells exceeds
this limit, then the cells are merged and represented by a cell

in the next level; the merge process starts from level 𝐿0, i.e., the
most detailed partitioning of the space.

Example 2.5. Figure 2 illustrates the SPA-Graph for the geoso-
cial network 𝐺 in Figure 1, with the construction parameters
set as follows: MAX_RMBR = 0.8 · SPACE, MAX_REACH_GRIDS = 3
and MERGE_COUNT = 1, where SPACE is the extent of the entire
two-dimensional space covered by𝐺 . Vertex 𝑎 is classified as a
B-vertex because its 𝑅𝑀𝐵𝑅 covers an area larger than MAX_RMBR.
In contrast, 𝑗 is an R-vertex and 𝑅𝑀𝐵𝑅( 𝑗) is drawn in red. The
𝑅𝑒𝑎𝑐ℎ𝐺𝑟𝑖𝑑 (𝑏) for G-vertex 𝑏 would initially contain cells 2, 9 and
14 but because of MERGE_COUNT = 1, adjacent quad-cells 9 and 14
are merged and replaced by cell 19 in 𝐿1.

Given a RangeReach(𝐺, 𝑣, 𝑅) query, the GeoReach method
traverses the SPA-Graph of the geosocial network 𝐺 starting
from the query vertex 𝑣 (e.g., in a breadth-first fashion) and
leverages the above auxiliary information to prune the search
space. Specifically, let𝑢 be the current vertex.GeoReach stops its
expansion if𝑢 is a B-vertex and𝐺𝑒𝑜𝐵(𝑢) = FALSE as 𝑣 will not be
able to reach a spatial vertex via 𝑢. Similarly, the method prunes
an R-vertex 𝑢 if 𝑅𝑀𝐵𝑅(𝑢) has no overlap to the query region
𝑅, as no reachable spatial vertex of 𝑢 is contained inside 𝑅. In
contrast, if 𝑅𝑀𝐵𝑅(𝑢) intersects 𝑅, GeoReach must consider the
outgoing edges of 𝑢, while if 𝑅𝑀𝐵𝑅(𝑢) is in fact fully contained
inside 𝑅, GeoReach can safely terminate the search and return
TRUE as the final answer to the RangeReach query. Last, if 𝑣 is
a G-vertex, GeoReach uses 𝑅𝑒𝑎𝑐ℎ𝐺𝑟𝑖𝑑 (𝑢) in a similar fashion.
Specifically, the method prunes vertex 𝑢 if query region 𝑅 does
not intersect a cell in 𝑅𝑒𝑎𝑐ℎ𝐺𝑟𝑖𝑑 (𝑢), expands 𝑢 if 𝑅 intersects a
grid cell, and terminates the search returning TRUE when a cell
is fully contained inside 𝑅.

Example 2.6. Consider again SPA-Graph in Figure 2 and query
RangeReach(𝐺, 𝑎, 𝑅). GeoReach starts off with the query vertex
𝑎, which is a B-vertex. As𝐺𝑒𝑜𝐵(𝑎) = TRUE, the method expands
the search using the (𝑎, 𝑏), (𝑎, 𝑑), (𝑎, 𝑗) edges. Vertex 𝑏 is a G-
vertex with 𝑅𝑒𝑎𝑐ℎ𝐺𝑟𝑖𝑑 (𝑏) = {2, 19}. With cell 2 fully contained
inside the query region 𝑅, GeoReach terminates the search and
returns TRUE. Now, consider RangeReach(𝐺, 𝑐, 𝑅). After exam-
ining the query G-vertex 𝑐 , GeoReach returns FALSE, as neither
cell 12 or 14 in 𝑅𝑒𝑎𝑐ℎ𝐺𝑟𝑖𝑑 (𝑐) overlap with the query region 𝑅.

2.2.3 Discussion. The solutions discussed above suffer from
the following shortcomings. First, both methods may perform
poorly for RangeReach queries with a negative answer. In this
case, SpaReach needs to evaluate all possible graph reachability
queries based on the spatial vertices located inside the query re-
gion 𝑅, while GeoReach may need to traverse a large part of the
SPA-Graph. In addition, SpaReach is sensitive to the selectivity
of the RangeReach spatial predicate. A region 𝑅 that contains
a large number of spatial vertices results in a potentially large
number of reachability queries to be evaluated, especially in the
case of RangeReach queries with a negative answer. On the other
hand, GeoReach does not prioritize either of the RangeReach
predicates but, at the same time, does not take advantage of any
graph labeling or indexing scheme proposed for the graph reach-
ability problem. To tackle these shortcomings and accelerate the
evaluation ofRangeReach queries, we present two novel methods
that capitalize on interval-based labeling for graph reachability
queries in the following sections.
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3 INTERVAL-BASED LABELING

To better understand the proposed methods, Section 3.1 briefly
presents the necessary background on interval-based labeling.
Then, Section 3.2 describes how to construct the scheme for a
geosocial network. Similar to graph reachability literature (see
Section 7.1), we assume that the input network is a directed-
acyclic graph (DAG); in Section 5 we discuss how to handle
arbitrary graphs. Lastly, Section 3.3 elaborates on the complexity
and space requirements of interval labeling.

3.1 Background

The original interval-based labeling scheme [21, 22] focuses
only on tree inputs; the scheme assigns to every vertex 𝑣 a
[𝑝𝑟𝑒 (𝑣), 𝑝𝑜𝑠𝑡 (𝑣)] label, where 𝑝𝑟𝑒 (𝑣) is the pre-order traversal
number of 𝑣 and 𝑝𝑜𝑠𝑡 (𝑣), its post-order. As an ancestor vertex 𝑣
appears before (after) a descendant vertex𝑢 in the pre(post)-order
traversal of the tree, a vertex 𝑢 is reachable from 𝑣 iff the follow-
ing test is successful, 𝑝𝑟𝑒 (𝑣) < 𝑝𝑟𝑒 (𝑢) and 𝑝𝑜𝑠𝑡 (𝑣) < 𝑝𝑜𝑠𝑡 (𝑢).

In this work, we consider a variant of interval-based labeling,
which operates on graphs, originally proposed by Agrawal et al.
in [1]. The key idea behind this scheme is the introduction of
a spanning tree (termed the tree-cover) to distinguish between
tree and non-tree edges in the input graph 𝐺 . Specifically, ev-
ery vertex in the spanning tree 𝑇 of the graph is assigned an
[𝑖𝑛𝑑𝑒𝑥 (𝑣), 𝑝𝑜𝑠𝑡 (𝑣)] label, where 𝑝𝑜𝑠𝑡 (𝑣) is again the post-order
traversal number of 𝑣 and 𝑖𝑛𝑑𝑒𝑥 (𝑣) is the lowest post-order num-
ber of 𝑣 ’s descendants; note that 𝑖𝑛𝑑𝑒𝑥 (𝑣) ≤ 𝑝𝑜𝑠𝑡 (𝑣) holds for
every non-leaf vertex and 𝑖𝑛𝑑𝑒𝑥 (𝑣) = 𝑝𝑜𝑠𝑡 (𝑣), for each leaf ver-
tex. Furthermore, every vertex 𝑣 may receive additional labels
based on 𝐺 ’s edges excluded from the spanning tree 𝑇 . Consider
such a non-spanning tree edge (𝑣,𝑢). To capture the reachability
information stemming from the existence of such an edge, the
scheme propagates the labels of vertex 𝑢 to 𝑣 and to all 𝑣 ’s ances-
tors. After examining all non-spanning tree edges in the graph,
every vertex is associated with a set of interval-based labels de-
noted by L(𝑣). The size of such an interval-based scheme, i.e.,
the number of generated labels, clearly depends on the size of
the spanning tree 𝑇 . Agrawal et al. [1] studied how to construct
the optimal spanning tree based on the number of ancestors per
vertex. Besides, it is also possible to use compression to reduce
|L(𝑣) | of a vertex 𝑣 , either by absorbing subsumed intervals, e.g.,
label [3,5] absorbs [4,5], or by merging adjacent intervals, e.g.,
labels [1,4] and [4,5] are merged and replaced by [1, 5].

Given the interval-based labeling scheme for a graph 𝐺 , we
can determine whether a vertex 𝑣 can reach another vertex 𝑢, i.e.,
answer the GReach(𝑣,𝑢) graph reachability query, by checking
the inclusion of 𝑝𝑜𝑠𝑡 (𝑢) in the labels of 𝑣 . More specifically:

Lemma 3.1. Let 𝑣,𝑢 be two vertices in a graph 𝐺 . Vertex 𝑢 is
reachable from 𝑣 in 𝐺 iff there exists a label in L(𝑣) that contains
the post-order number of 𝑢. Formally:

GReach(𝐺, 𝑣,𝑢) =


TRUE, if ∃ [ℓ, ℎ] ∈ L(𝑣) such that

ℓ ≤ 𝑝𝑜𝑠𝑡 (𝑢) ≤ ℎ

𝐹𝐴𝐿𝑆𝐸, otherwise

3.2 Labeling (Geo)Social Networks

The labeling scheme described in the previous section was pro-
posed for input graphs in the shape of hierarchies, mainly to de-
termine transitive relationships in knowledge bases [18]. These
graphs typically contain a particular vertex with only outgoing

ALGORITHM 1: Constructing interval-based labeling
Inputs :geosocial network 𝐺 = (𝑉 , 𝐸, 𝑃)
Variables : spanning forest 𝐹 = (𝑉 , 𝐸𝐹 ), set of

non-spanning edges 𝐸𝑁𝐹 = 𝐸 \ 𝐸𝐹 , priority
queue 𝑄 , post-order number 𝑝𝑜𝑠𝑡 (𝑣), ∀𝑣 ∈ 𝑉

Output : interval labels L(𝑣), ∀𝑣 ∈ 𝑉
1 compute spanning forest 𝐹 of 𝐺 ;
2 while all vertices in 𝐹 not visited do

3 select a spanning tree 𝑇 in 𝐹 ;
4 traverse 𝑇 in post-order ; ⊲ Compute 𝑝𝑜𝑠𝑡 (·)’s

5 foreach vertex 𝑣 ∈ 𝐹 do

6 L(𝑣) = {[𝑝𝑜𝑠𝑡 (𝑣), 𝑝𝑜𝑠𝑡 (𝑣)]}; ⊲ Initialize L(𝑣)
7 foreach root vertex 𝑣 ∈ 𝐹 do ⊲ Initialize 𝑄 with

roots
8 determine priority of 𝑣 ; ⊲ Based on 𝐺

9 𝑄.push(𝑣);
10 while 𝑄 is not empty do

11 𝑣 ← 𝑄.pop(); ⊲ Get current vertex

12 foreach outgoing edge (𝑣,𝑢) ∈ 𝐸𝐹 do

13 L(𝑣)⋃ = L(𝑢);
14 foreach each ancestor𝑤 of 𝑣 do ⊲ Using labels
15 L(𝑤)⋃ = L(𝑢);
16 calculate priority of 𝑢; ⊲ Based on 𝐺

17 if 𝑢 ∉ 𝑄 then

18 𝑄.push(𝑢);

19 𝐸𝑁𝐹 ← 𝐸 \ 𝐸𝐹 ; ⊲ Determine non-spanning edges

20 sort 𝐸𝑁𝐹 by post-order number of their source vertex;
21 foreach edge (𝑣,𝑢) ∈ 𝐸𝑁𝐹 do

22 L(𝑢)⋃ = L(𝑣);
23 foreach each ancestor𝑤 of 𝑣 do ⊲ Using labels
24 L(𝑤)⋃ = L(𝑢);

25 foreach vertex 𝑣 ∈ 𝑇 do

26 compress L(𝑣); ⊲ absorb and merge labels

27 return L(𝑣), ∀𝑣 ∈ 𝑉 ;

edges, which becomes the root of their spanning tree. However, a
geosocial network𝐺 may contain multiple vertices with only out-
going edges, each acting as the root for a separate spanning tree.
Under this premise, we define a spanning forest, i.e., a collection
of spanning trees, for a geosocial network.

To construct the interval-based labeling for a geosocial net-
work 𝐺 , we present Algorithm 1. Similar to [1], the construction
can be divided into three key steps:

(1) Compute the spanning forest 𝐹 of the input 𝐺 and assign
post-order numbers to its vertices (Lines 1–4),

(2) Use each spanning tree𝑇 in forest 𝐹 to construct the initial
set of L(𝑣) labels for every vertex 𝑣 (Lines 5–18), and

(3) Examine all non-spanning edges to extend and construct
the final L(𝑣) label sets (Lines 19–24)

The differences to [1] are in the first two steps. Specifically
for the first step, after computing the spanning forest 𝐹 in Line 1,
we assign the post-order number 𝑝𝑜𝑠𝑡 (𝑣) to all network vertices
𝐺 . For this purpose, in Lines 3-4, Algorithm 1 iteratively selects
and traverses a spanning tree 𝑇 from 𝐹 in post-order fashion.
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This process repeats until all vertices are visited. In the second
step, after initializing L(𝑣) = {[𝑝𝑜𝑠𝑡 (𝑣), 𝑝𝑜𝑠𝑡 (𝑣)]} (Lines 5–6),
we use the priority queue 𝑄 to examine the graph vertices and
determine their labels based on the spanning forest 𝐹 . The queue
is initialized in Lines 7–9 with every possible root vertex in 𝐹 , i.e.,
the vertices with only outgoing edges. The priority of a vertex is
determined based on its number of incoming edges (in increasing
order); ties are solved by the post-order number.With this priority
policy in place, the vertices of zero incoming edges (i.e., the
roots) are guaranteed to be examined first by the construction
procedure. In each iteration of Lines 10–18, we remove the top
element of 𝑄 as the current vertex 𝑣 (Line 11). Next, we use its
outgoing edges in the spanning forest 𝐹 to assign labels, similar
to how Agrawal et al. examines the non-spanning edges in [1].
Specifically, consider such an edge (𝑣,𝑢); we propagate the labels
of 𝑢 to L(𝑣) (Line 13) and to each ancestor vertex 𝑤 of 𝑣 in
𝐹 (Line 14–15). As vertex 𝑣 is visited before 𝑢, we can identify
its ancestors using the current version of the labeling scheme.
This is reminiscent of a stabbing query on 𝑝𝑜𝑠𝑡 (𝑣), which can be
accelerated by traditional interval indexing such as the interval
tree [25] or recent highly efficient in-memory structures [16, 17].

Note that we push vertex 𝑢 to the queue to expand the con-
struction process (Lines 16–18). Finally, the algorithm examines
the non-spanning edges (𝑣,𝑢) in Lines 19–24, similarly to [1]
copying the labels L(𝑢) of each target vertex 𝑢 to L(𝑣) and 𝑣 ’s
ancestors. Algorithm 1 completes the construction process by
compressing the generated labels in Lines 25–26.

Example 3.2. Consider again the geosocial network in Figure 1;
Table 1 details the construction of its interval-based labeling. As
the first step, Algorithm 1 computes the spanning forest 𝐹 shown
in Figure 3. The algorithm traverses the spanning trees in 𝐹 , i.e.,
the one rooted by vertex 𝑎 and the second, by 𝑐 , in post-order
fashion. After initializing label sets L(·) with [𝑝𝑜𝑠𝑡 (·), 𝑝𝑜𝑠𝑡 (·)],
each vertex with zero incoming edges is added to the priority
queue, i.e., 𝑄 = {𝑎, 𝑐}. Next, the algorithm uses 𝑄 to traverse the
spanning forest 𝐹 , to determine the labels in the second column
of Table 1. Algorithm 1 first visits vertex 𝑎 and examines its
outgoing edges (𝑎, 𝑏), (𝑎, 𝑑) and (𝑎, 𝑗). This results in copying
the contents of L(𝑏), L(𝑑) and L( 𝑗) to L(𝑎), i.e., L(𝑎) = {[9,9]
[4,4] [5,5] [8,8]}. Last, vertices𝑏,𝑑 , and 𝑗 are added to𝑄 to expand
the search, i.e., 𝑄 = {𝑐, 𝑏, 𝑗, 𝑑}; note that 𝑐 exhibits the highest
priority as it has zero incoming edges, followed by 𝑏 and 𝑗 with
one incoming edge and 𝑑 with two. The algorithm then processes
𝑐 similarly to 𝑎, resulting in L(𝑐) = {[5,5] [10,10] [11,11]} and
𝑄 = {𝑏, 𝑖, 𝑗, 𝑘, 𝑑}. The next vertex to visit is 𝑏. Using its outgoing
edges (𝑏, 𝑒) and (𝑏, 𝑙), the labels of vertex 𝑒 and 𝑙 are copied to
L(𝑏) and to L(𝑎) of its ancestor 𝑎. As a result, we have L(𝑏) =
{[4,4] [2,2] [3,3]} and L(𝑎) = {[9,9] [4,4] [5,5] [8,8] [2,2] [3,3]}.
Last, the priority queue is also updated to 𝑄 = {𝑒, 𝑖, 𝑗, 𝑘, 𝑙, 𝑑}.
Algorithm 1 proceeds in a similar manner until 𝑄 is depleted.

The next step is to examine the non-spanning edges of the
network sorted by the post-order number of their source, i.e.,
(𝑙, ℎ), (𝑏, 𝑑), (𝑔, 𝑖), (𝑖, 𝑓 ) and (𝑐, 𝑑) Using (𝑙, ℎ), the labels of ℎ
are copied to L(𝑙) and its ancestors 𝑏 and 𝑎. Hence, we have
L(𝑙)⋃ = {[7,7]}, L(𝑏)⋃ = {[7,7]} and L(𝑎)⋃ = {[7,7]}. The
algorithm proceeds similarly to construct the labels in the third
column of Table 1. Finally, Algorithm 1 compresses the labels
for each vertex 𝑣 to produce the final version of L(𝑣), which
corresponds to the last column in Table 1.
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Figure 3: Spanning forest for the geosocial network in Fig-

ure 1; non-spanning edges are drawn with dashed lines.

The forest contains two spanning trees; rooted by vertex 𝑎

and 𝑐.

3.3 Analysis

We start with the time complexity of constructing the interval-
based labeling. The cost of Algorithm 1 is linear to the sum of the
number of vertices and edges in the input network𝐺 , i.e.,𝑂 ( |𝑉 | +
|𝐸 |). Essentially, the algorithm visits every vertex and edge in 𝐺
three times in total. The first two times are when the spanning
forest 𝐹 is constructed and then traversed to determine the post-
order number for each vertex, in Lines 1–4. Then, in Lines 10–18,
Algorithm 1 visits each network vertex and every spanning edge
for the third time. To determine the ancestors of current vertex
𝑣 when propagating labels in Lines 14-15, we do not traverse
the spanning forest backwards; instead, we utilize the current
(incomplete) labeling scheme. Finally, the non-spanning edges
are visited for the last time in Lines 19–24; note that the label
propagation in Lines 23-24 is again handled using the existing
scheme.

Finally, the space complexity of the interval-based labeling is
𝑂 ( |𝑉 |2), similar to all labeling schemes for graph reachability,
which essentially compress the transitive closure of the graph
(see Section 7.1). However in practice, the scheme occupies signif-
icantly less space as previous studies have shown. Additionally,
note that the label compression in Lines 25–26 further reduces
the space requirements. In Section 6, Table 6 highlights the merit
of compression, reporting the number of labels contained in both
the uncompressed and compressed schemes for our test datasets.

4 EVALUATING RangeReach QUERIES

To answer RangeReach queries, we could straightforwardly em-
ploy the interval-based labeling from Section 3 under the spatial-
first approach in Section 2.2.1. Essentially, we use the interval
labels for the reachability queries defined on the spatial vertices
in the query region. Despite its simplicity, we do not expect this
idea to accelerate SpaReach as themost recent graph reachability
methods (see Section 7.1), outperform interval-based labeling.2
Instead, we design two novel methods that use interval-based
labeling in different fashions.

2In Section 6, we confirm this intuition experimentally.
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Table 1: Interval-based labeling for the geosocial network in Figure 1.

vertex 𝑣 (𝑝𝑜𝑠𝑡 (𝑣)) L(𝑣)
spanning forest non-spanning edges final

𝑎 (9) [9,9] [4,4] [5,5] [8,8] [2,2] [3,3] [1,1] [7,7] [6,6] [7,7] [5,5] [1,1] [10,10] [1,10]
𝑏 (4) [4,4] [2,2] [3,3] [1,1] [7,7] [5,5] [1,5] [7,7]
𝑐 (12) [12,12] [10,10] [11,11] [1,1] [5,5] [1,1] [5,5] [10,12]
𝑑 (5) [5,5] [5,5]
𝑒 (2) [2,2] [1,1] [1,2]
𝑓 (1) [1,1] [1,1]
𝑔 (6) [6,6] [1,1] [10,10] [1,1] [6,6] [10,10]
ℎ (7) [7,7] [7,7]
𝑖 (10) [10,10] [1,1] [1,1] [10,10]
𝑗 (8) [8,8] [7,7] [6,6] [1,1] [10,10] [1,1] [6,8] [10,10]
𝑘 (11) [11,11] [11,11]
𝑙 (3) [3,3] [7,7] [3,3] [7,7]

4.1 A Social-first Approach

We begin with a social-first approach termed SocReach, which
prioritizes the graph (social) predicate of a RangeReach query.
Intuitively, queries are evaluated in two steps, similar to the
spatial-first approach. We first determine the descendants D(𝑣)
of the query vertex 𝑣 in the geosocial network, and then we test
if there exists a vertex 𝑢 ∈ D(𝑣), with 𝑢.𝑝𝑜𝑖𝑛𝑡 located inside
𝑅. If such a vertex exists, SocReach returns TRUE as the final
answer to the RangeReach(𝐺, 𝑣, 𝑅) query. Otherwise, if all spatial
containment tests fail, the method returns FALSE.

As the set of descendant verticesD(𝑣) is computed on-the-fly,
the spatial containment tests cannot be truly accelerated by any
spatial indexing. Moreover, on average, not all spatial tests will be
conducted in practice for queries with a positive answer. There-
fore, we focus on the first step of SocReach, to investigate how
we can compute the D(𝑣) set fast. The majority of the solutions
discussed in Section 7.1 exclusively target the graph reachability
problem (Definition 2.1), i.e., answering GReach(𝑣,𝑢) queries.
Under this premise, the proposed schemes cannot be employed
to determine the descendants of the query vertex 𝑣 . However,
as discussed in [18], interval-based labeling can be used for this
purpose; the idea is captured by the formula below, which follows
from Lemma 3.1:

D(𝑣) = {𝑢 ∈ 𝐺 : ∃ [ℓ, ℎ] ∈ L(𝑣), ℓ ≤ 𝑝𝑜𝑠𝑡 (𝑢) ≤ ℎ} (1)

Essentially, every [ℓ, ℎ] interval inside the L(𝑣) set of the query
vertex 𝑣 defines a typical (relational) range query over the post-
order numbers of the network vertices. Depending on the size of
the geosocial network and whether gaps in the post-order num-
bers are used to accommodate updates (vertex insertions), these
range queries can be evaluated using, for instance, a traditional
B+-tree which indexes 𝑝𝑜𝑠𝑡 (·) or even as simple for loops on the
array storing the network vertices in main memory.

Example 4.1. Consider again the network 𝐺 in Figure 1, its
interval-based labeling scheme in Table 1. For RangeReach(𝐺, 𝑎,
𝑅) query, setD(𝑎) contains vertices {𝑓 , 𝑒, 𝑙, 𝑏, 𝑑, 𝑔, ℎ, 𝑗, 𝑎, 𝑖}whose
𝑝𝑜𝑠𝑡 (·) ∈ [1,10]. For vertex 𝑒 , 𝑒.𝑝𝑜𝑖𝑛𝑡 is contained inside region
𝑅 and so, SocReach returns TRUE. For RangeReach(𝐺, 𝑐, 𝑅), set
D(𝑐) contains vertices with post-order numbers inside ranges
[1,1], [5,5] and [10,12], i.e., D(𝑐) = {𝑓 , 𝑑, 𝑖, 𝑘, 𝑐}. SocReach re-
turns FALSE for this query as vertices 𝑑 , 𝑐 and 𝑘 are not spatial
and 𝑓 .𝑝𝑜𝑖𝑛𝑡 and 𝑖 .𝑝𝑜𝑖𝑛𝑡 are not contained in 𝑅.

4.2 The 3DReachMethod

Despite offering an alternative to SpaReach, the SocReach ap-
proach exhibits a similar weakness. As the social (or graph) pred-
icate of RangeReach is prioritised (instead of the spatial), a larger
number of spatial containment tests may need to be evaluated,
especially for query vertices with a high out-degree and/or for
queries with a negative answer. In view of this, we devise a novel
solution termed 3DReach, which not only capitalizes on interval-
based labeling but also considers both RangeReach predicates at
the same time.

The key idea of 3DReach is to model the spatial vertices of
the input geosocial network𝐺 = (𝑉 , 𝐸, 𝑃) and its interval-based
labeling L inside a three-dimensional space. The first two di-
mensions model the original two-dimensional space wherein
every 𝑣 .𝑝𝑜𝑖𝑛𝑡 ∈ 𝑃 is located, while the third dimension models
the domain of the post-order numbers in L. Under this trans-
formation, every spatial vertex 𝑣 in the network is modelled
as a three-dimensional point (𝑣 .𝑝𝑜𝑖𝑛𝑡, 𝑝𝑜𝑠𝑡 (𝑣)). Consequently, a
RangeReach(𝐺, 𝑣, 𝑅) query is rewritten as a set of three-dimensional
range queries or rectangular cuboids, one for each label [ℓ, ℎ] ∈
L(𝑣). The base of every cuboid corresponds to the query re-
gion 𝑅, thus capturing the original spatial range predicate of the
query. Also, the cuboid is positioned in-between values ℓ and
ℎ in the third dimension, capturing the computation of D(𝑣)
and, therefore, the graph predicate of the query. As such, to an-
swer a RangeReach(𝐺, 𝑣, 𝑅) query, it suffices to check whether
the 3D point of a spatial vertex 𝑢 is located inside one of these
cuboids, since the following would hold: (1) 𝑢.𝑝𝑜𝑖𝑛𝑡 ∈ 𝑅 and (2)
ℓ ≤ 𝑝𝑜𝑠𝑡 (𝑢) ≤ ℎ, i.e., GReach(𝑣,𝑢) = TRUE.

Example 4.2. Figures 4(a) and (c) illustrate the transformation
employed by 3DReach, and how queries RangeReach(𝐺, 𝑎, 𝑅)
and RangeReach(𝐺, 𝑐, 𝑅) are evaluated, respectively. As L(𝑎)
contains one label, i.e., [1,10], RangeReach(𝐺, 𝑎, 𝑅) is captured
by a single 3D range query or simply the light blue cuboid in
Figure 4(a). The cuboid contains the 3D point that models spatial
vertex 𝑒 and so, 3DReach returns TRUE. On the other hand,
RangeReach(𝐺, 𝑐, 𝑅) is represented by the three cuboids (more
precisely, one cuboid and two planes) in Figure 4(c) corresponding
to theL(𝑐) = {[1,1] [5,5] [10,12]} labels. Since no cuboid contains
a spatial vertex, 3DReach returns FALSE as the answer to the
query.

3DReach computes both the social and the spatial predicate in
one step but, executing multiple three-dimensional range queries
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Figure 4: 3DReach variants on Figure’s 1 geosocial network; query areas highlighted in light blue.

might slow down the evaluation of RangeReach, especially in
case of a negative answer, when all the three-dimensional range
queries must be evaluated. In view of this, we devise a 3DReach
variant under which a RangeReach query is rewritten as a sin-
gle three-dimensional range query. In Section 6, we extensively
compare the two variants. The key idea is to construct the re-
versed interval-based labeling scheme for the geosocial network
𝐺 . Every label [ℓ, ℎ] ∈ L(𝑣) of this scheme captures a range of
post-order numbers for the ancestors of vertex 𝑣 . We can con-
struct the reversed interval-based labeling for a network by first
reversing its edges and then employing again Algorithm 1. Table 2
illustrates the reversed interval-based labeling for the network in
Figure 1. With the reversed labeling scheme, every spatial vertex
𝑣 is now modelled as a set of vertical line segments, one for each
[ℓ, ℎ] label in L(𝑣). Finally, under this new three-dimensional
transformation, a RangeReach(𝐺, 𝑣, 𝑅) query is represented by
a single plane, parallel to the first two dimensions of the space
which captures the coordinates of the query range 𝑅, but posi-
tioned at 𝑝𝑜𝑠𝑡 (𝑣) in the third dimension. This line-based variant
of 3DReach returns TRUE if the query plane ‘cuts’ at least one
vertical line segment, which means that there exists at least one
spatial vertex in the geosocial network whose 𝑝𝑜𝑖𝑛𝑡 is inside 𝑅,
with 𝑣 being its ancestor vertex.

Example 4.3. Consider again our running example. Figures 4(b)
and (d) illustrate the line-based variant of 3DReach. Observe how
every spatial vertex is now modelled as a set of vertical lines com-
pared to (a) and (c), and the point-based 3DReach. For query
RangeReach(𝐺, 𝑎, 𝑅), the 3D point for spatial vertex 𝑒 is on the
query plane which results to a positive answer. On the other hand,
the RangeReach(𝐺, 𝑐, 𝑅) query is now represented by only one
plane compared to a cuboid and two planes in Figure 4(c), allow-
ing the method to issue a single, unsuccessful three-dimensional
range query and immediately return FALSE.

5 DEALINGWITH ARBITRARY GRAPHS

Typically, the vast majority of the graph reachability methods
(see Section 7.1) assume that the input graph 𝐺 is a DAG. Other-
wise, a simple solution is to first identify all strongly connected
components in 𝐺 using, e.g., Tarjan’s algorithm [57], and then
replace each component with a (super-)vertex. By definition,
every pair of vertices inside a strongly connected component
can reach each other. We adopt the same approach to construct
our interval-based labeling scheme with a necessary extension.
Due to spatial vertices, we need to define the spatial information
of every strongly connected component in the input geosocial
network that contains spatial vertices. Let 𝑣𝑐 be a super-vertex
that represents a component 𝐶 , we consider the following two
alternatives:

(1) Replace 𝑣𝑐 by the spatial vertices contained inside𝐶 , repli-
cating its reachability information. More specifically, every
such vertex 𝑢 inherits its labels from super-vertex 𝑣𝑐 , i.e.,
L(𝑢) = L(𝑣𝑐 ).

(2) Define as spatial information for 𝑣𝑐 the minimum bound-
ing rectangle (MBR) that includes the points of all spatial
vertices contained in the component𝐶 ; under this premise,
𝑣𝑐 .𝑝𝑜𝑖𝑛𝑡 is no longer a single point but the above MBR.

Section 6 includes extra tests to compare these two approaches.
In addition, we consider two distinct cases of arbitrary graphs
with respect to the number of their SCCs

6 EXPERIMENTAL ANALYSIS

We finally present our experimental analysis on RangeReach
queries. The tests ran on a machine with 32 Intel Core i9 CPUs
clocked at 5.8GHz with 64 GBs of RAM, running Ubuntu Linux.
All data (i.e., networks and index structures) resided in main
memory.
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Table 2: Reversed interval-based labeling for the geosocial network in Figure 1.

vertex 𝑣 (𝑝𝑜𝑠𝑡 (𝑣)) L(𝑣)
spanning forest non-spanning edges final

𝑎 (9) [9,9] [9,9]
𝑏 (4) [4,4] [9,9] [4,4] [9,9]
𝑐 (12) [12,12] [12,12]
𝑑 (5) [5,5] [9,9] [4,4] [9,9] [12,12] [4,5] [9,9] [12,12]
𝑒 (2) [2,2] [4,4] [9,9] [2,2] [4,4] [9,9]
𝑓 (1) [1,1] [2,2] [4,4] [9,9] [6,6] [8,8] [10,10] [12,12] [1,2] [4,4] [6,6] [8,10] [12,12]
𝑔 (6) [6,6] [8,8] [9,9] [6,6] [8,9]
ℎ (7) [7,7] [8,8] [9,9] [3,3] [4,4] [9,9] [3,4] [7,9]
𝑖 (10) [10,10] [12,12] [6,6] [8,8] [9,9] [6,6] [8,10] [12,12]
𝑗 (8) [8,8] [9,9] [8,9]
𝑘 (11) [11,11] [12,12] [11,12]
𝑙 (3) [3,3] [4,4] [9,9] [3,4] [9,9]

Table 3: Dataset characteristics

dataset # users # venues # checkins/ratings |𝑉 | |𝐸 | |𝑃 | # SCCs # vertices in
largest SCC

Foursquare 2,119,987 1,132,617 4,801,576 3,252,604 19,685,786 1,132,617 1,400,154 1,852,251
Gowalla 407,533 2,723,102 35,676,249 3,130,635 23,778,362 2,723,102 2,723,103 407,533
WeePlaces 16,022 971,309 7,658,368 987,331 2,758,946 971,309 971,311 16,021

Yelp 1,987,693 150,310 6,990,247 2,138,003 21,357,271 150,310 1,238,535 892,152

6.1 Setup

We experimented with four real geosocial networks; Foursquare3
[38, 46], Gowalla4 [41], WeePlaces4 and Yelp5, which contain
users as social (non-spatial) vertices and venues as spatial. Table 3
summarizes their characteristics. Each venue is associated with a
pair of geo-coordinates. The edges of the networks model friend
relationships between users and check-ins or ratings from users
to venues. The inputs represent two distinct cases of geosocial
networks. The social vertices of Gowalla and WeePlaces are fully
connected to each other, forming a large SCC; notice how the
number of users equals the number of vertices in the largest SCC.
In this case, the cost of RangeReach queries is dominated by the
cost of its spatial range predicate. In contrast, the social vertices
of Foursquare and Yelp form several SCCs distributing the cost
between graph reachability and spatial range.

For our analysis, the following RangeReach evaluation meth-
ods were implemented in C++, compiled using gcc (v11.4.0) with
the -O3 flag activated.6 For the methods employing an R-tree, we
used the implementation included in the Boost library.7

• SpaReach-BFL adopts the spatial-first approach in Sec-
tion 2.2.1. An R-tree indexes the spatial vertices in the
network and the BFL reachability scheme [52] answers
GReach queries.
• SpaReach-INT also adopts the spatial-first approach, but
employs the interval-based labeling [1] for the GReach
queries.
• GeoReach is the state-of-the-art evaluation method from
[47]; We used the source code provided by the authors8.

3https://academictorrents.com/details/b24c73949308b3f6bdd8fea1a485534392eef338
4https://www.yongliu.org/datasets.html
5https://www.yelp.com/dataset
6Source code and test datasets are available in https://github.com/pbour/rangereach
7https://www.boost.org
8https://github.com/DataSystemsLab/GeoGraphDB–Neo4j

We set the construction parameters as suggested by the
authors.
• SocReach is our social-first method presented in Sec-
tion 4.1.
• 3DReach from the first part of Section 4.2, uses the interval-
based labeling to represent every spatial vertex as a three-
dimensional point. The three-dimensional space is indexed
by a 3D R-tree.
• 3DReach-Rev, the line-based variant of 3DReach from
Section 4.2, utilizes the reversed interval-based labeling to
index spatial vertices as sets of vertical line segments. The
three-dimensional space is again indexed by a 3D R-tree.

To assess the performance of the methods, we measured their
average runtime over 1000 queries, while varying the extent of
the query region 𝑅 inside the {1%, 2%, 5%, 10%, 20%} range, as a
percentage of the entire space covered by the network, and the de-
gree of the query vertex 𝑣 inside the {[1−49], [50−99], [100-149],
[150 − 199], [200 − . . .]} intervals, based on the number of out-
going edges.9 In each test, we vary the value of one of the above
parameters while setting the other to its default value, high-
lighted in bold. To better understand how the spatial predicate
of a RangeReach query affects the performance, we also vary
its spatial selectivity inside the {0.001%, 0.01%, 0.1%, 1%} value
range, as the percentage of the spatial vertices found inside the
query range 𝑅 over the total number of network vertices. This
test was also conducted in [47].

6.2 Handling Arbitrary Graphs

All four tested geosocial networks are not acyclic; following the
typical practice, we converted them into DAGs, replacing every
strongly connected component by a super-vertex. In this context,

9We ignore the incoming edges in the degree computation, as we are only interested
in the spatial vertices reachable from the query vertex 𝑣 but not vice versa.
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Table 4: Index size [MBs]: space occupied by the SPA-graph forGeoReach, the BFL scheme and the 2D R-tree for SpaReach-

BFL, the interval-based labeling scheme and the 2D R-tree for SpaReach-INT, the interval-based labeling scheme and the

3D R-tree for 3DReach, the 3D R-tree for 3DReach-Rev; in parenthesis, the MBR-based variant (if exists)

dataset SpaReach-BFL SpaReach-INT GeoReach SocReach 3DReach 3DReach-Rev
Foursquare 78.8 (87.4) 28.6 (37.2) 17.1 13.9 33.5 (46.4) 69.4 (69.4)
Gowalla 160 (181) 56.1 (76.9) 8.56 20.8 67.9 (99.0) 157 (157)
Weeplaces 57.1 (64.5) 20.0 (27.4) 1.30 7.41 24.2 (35.3) 55.8 (55.8)

Yelp 58.6 (59.8) 29.3 (30.4) 240 27.3 29.9 (31.7) 44.8 (44.8)

Table 5: Indexing time [secs]: building the SPA-graph for GeoReach, the BFL scheme and the 2D R-tree for SpaReach-BFL,

the interval-based labeling scheme and the 2D R-tree for SpaReach-INT, the interval-based labeling scheme and the 3D

R-tree for 3DReach and 3DReach-Rev; in parenthesis, the MBR-based variant (if exists)

dataset SpaReach-BFL SpaReach-INT GeoReach SocReach 3DReach 3DReach-Rev
Foursquare 7.80 (7.81) 9.49 (9.50) 1636 9.35 9.50 (9.51) 10.6 (10.8)
Gowalla 9.19 (9.22) 12.1 (12.1) 294 11.76 12.1 (12.2) 13.6 (13.7)
Weeplaces 1.37 (1.38) 2.09 (2.09) 1.20 12.47 2.14 (2.25) 2.73 (2.77)

Yelp 6.74 (6.74) 9.15 (9.15) 3745 9.13 9.15 (9.17) 9.94 (9.96)

Table 6: Interval-based labeling stats

dataset

reversed

uncompressed compressed uncompressed compressed

Foursquare 2,954,273 1,820,038 2,954,273 2,681,946
Gowalla 5,446,205 2,723,103 5,446,205 5,446,204

Weeplaces 1,942,621 971,311 1,942,621 1,942,620
Yelp 3,737,986 3,584,013 3,737,986 2,645,720
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Figure 5: Handling spatial strongly connected components

our first set of experiments studies the best practice to deal with
strongly connected components that contain spatial vertices.

We implemented two variants for the spatial-first, SpaReach-
BFL and SpaReach-INT, and the 3DReach methods, following
the discussion in Section 5. The first variant replicates the reach-
ability information of each super-vertex (strongly connected
component) to all contained vertices and completely discards the
super-vertices when answering RangeReach queries. The sec-
ond variant (termed MBR-based) defines the spatial information
of a super-vertex as the MBR which encloses the points of all

its spatial vertices. Note that we exclude from this discussion
our SocReach which does not involve any spatial indexing, and
GeoReach which always operates under a non-MBR principle,
by design.

Table 4 and 5 report on the indexing costs of each variant;
the numbers for the MBR-based are given in parentheses. For all
networks, we observe that the MBR-based variant insignificantly
affects the indexing time, but does notably increase the space
requirements by 10% for SpaReach-BFL, 26% for SpaReach-INT
and 33% for 3DReach, on average; for 3DReach-Rev, we observe
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no increase in the space requirements because Boost’s implemen-
tation of the R-tree stores segments and boxes in a similar manner.
The main reason for the increase space is that spatial indexing be-
comes more expensive; the 2D R-tree for the MBR-based variant
of the spatial-first methods no longer indexes points but rectan-
gles, and the 3D R-tree for 3DReach and 3DReach-Rev indexes
boxes, instead of points and lines, respectively.

With regards to the querying performance, Figure 5 compares
the two SpaReach-INT variants while varying the extent of the
query range and the degree of the query vertex. For simplicity,
we omit the results for the variants of the other methods, where
similar observations were made. The plots clearly show that the
non-MBR based variant always outperforms the MBR one. As
already explained in the previous paragraph, the key reason is
the higher cost of the spatial range query on the 2D R-tree and
the 3D R-trees, which no longer index points or segments but
rectangles or boxes. Under this premise, we only consider the
non-MBR variant of the evaluation methods, for the rest of our
analysis.

6.3 Determining the Best SpaReach

In the second set of experiments, we seek the best spatial-first
method, comparing SpaReach-BFL to SpaReach-INT. Tables 4
and 5 (first and second column) report on their indexing cost
while Figure 6 reports their average query time. The results con-
firm our intuition from the first paragraph in Section 4. In almost
all cases, SpaReach-BFL outperforms SpaReach-INT in answer-
ing RangeReach queries. Since both methods utilize a 2D R-tree
to determine the spatial vertices inside the query region 𝑅, the
advantage of SpaReach-BFL stems from the advantage of the
BFL labeling scheme over the inteval-based labeling schemes
in answering graph reachability queries (i.e., GReach). Under
this, the results fully align with the previous studies on graph
reachability (see Section 7.1). The performance gap is more pro-
nounced on the larger geosocial networks of Foursquare and
Gowalla, compared to Weeplaces and Yelp; those networks con-
tain more spatial vertices which increases the average number of
reachability queries employed when answering a RangeReach
query.

Considering also the indexing cost of each spatial-first method,
we essentially observe a typical space-time tradeoff. SpaReach-
BFL has higher space requirements (2-3 times) in the expense of
faster reachability queries, compared to SpaReach-INT. Never-
theless, our main focus is on fast query processing and therefore,
we only consider SpaReach-BFL for the rest of our analysis.

6.4 Comparing Evaluation Methods

Finally, we compare our proposed SocReach and the two 3DReach
methods against the GeoReach state-of-the-art and the best
spatial-first method, SpaReach-BFL. Again, Tables 4 and 5 re-
port on the indexing cost, while Figure 7 reports on the query
performance.

There are two key takeways from our tests. On the one hand,
SocReach is not competitive to the rest of the methods, with the
exception to GeoReach for the smaller networks of WeePlaces
and Yelp. This result was expected as SocReach prioritizes the
social predicate of RangeReach and does not employ any spa-
tial indexing to accelerate the necessary spatial containment
tests. On the other hand (second takeaway), we also observe
that the 3DReach methods are overall the fastest evaluation
methods; they typically outperform state-of-the-art GeoReach,

SpaReach-BFL and SocReach by multiple orders of magnitude,
when varying both the query region extent and the degree of
the query vertex. There are two reasons for this advantage. First,
neither 3DReach or 3DReach-Rev need to traverse the geoso-
cial network as GeoReach does, which naturally slows down the
computation. Second, with the 3DReach methods, query evalua-
tion is a single step process where the social (graph reachability)
and spatial (range query) predicate of a RangeReach query are
handled at the same time, while SpaReach-BFL prioritizes the
spatial range predicate and SocReach, the social one. Between
the two 3DReach methods, their times are very similar, but the
original 3DReach which indexes 3D points instead of line seg-
ments is usually faster. 3DReach-Rev does evaluate a single 3D
range query every time but this query takes longer in the 3D
R-tree due to more complex data being indexed.

Regarding the tested parameters, the performance of SpaReach-
BFL is negatively affected by the increase of both the query region
extent and the number of contained spatial vertices; for the for-
mer, the cost of the spatial range query increases, while for the
latter, the average number of the necessary graph reachability
queries goes up. SocReach and GeoReach are affected in a sim-
ilar fashion by all three parameters, albeit for different reasons.
The performance of SocReach improves when increasing the
query region extent and the contained spatial vertices as the
method has to perform fewer spatial containment tests in aver-
age, but when increasing the query vertex degree, the number
of descendants to be considered also rises, slowing down the
queries. For GeoReach, the pruning with𝐺𝑒𝑜𝐵(·), 𝑅𝑀𝐵𝑅(·) and
𝑅𝑒𝑎𝑐ℎ𝐺𝑟𝑖𝑑 (·) becomes more effective as we increase the query re-
gion extent and the number of contained points accelerating the
query computation, but when we increase its out-degree, more
paths need to be traversed from the query vertex, slowing down
the queries. Last, the 3DReach methods are positively affected
by the increase in the out-degree of the query vertex; this effect
is more obvious for Foursquare and Yelp because these networks
have the largest social cores, i.e., contain the highest number of
users. In contrast, the spatial parameters have mixed effect on
the 3DReach methods. The extent of the query region tends to
affect very little the performance; although the 3D range queries
have a larger extent as well, their computing cost is balanced
by the fact that a contained point or an intersecting segment
is easily found. Increasing the number of spatial vertices in the
query range typically slows down the methods as it takes more
time to compute the 3D range queries.

Last, regarding the indexing, the 3DReachmethods offer com-
petitive times and space requirements, especially the original
3DReach, whose 3D R-tree stores points instead of line seg-
ments. Observe how close are the index size numbers in Table 4
for 3DReach to GeoReach and SocReach, which usually ex-
hibit the lower space requirements, and its indexing times in
Table 5 to SpaReach-BFL, whose index is the faster to build. To
elaborate on space requirements and highlight the merit of label
compression, Table 6 reports the number of labels for interval-
based labeling, both compressed and uncompressed. We observe
that compression reduces the number of labels by 36% on average,
for the original interval scheme used by 3DReach, while there
is no significant benefit for the reverse scheme of 3DReach-Rev,
which also explains why 3DReach-Rev exhibits higher indexing
cost compared to 3DReach- in Tables 4 and 5.
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Figure 6: Determining the best spatial-first method
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Figure 7: Comparing evaluation methods

7 RELATEDWORK

We discuss additional related work besides the existing evalua-
tion methods in Section 2.2 and the interval-based labeling in
Section 3.

7.1 Graph Reachability

A straightforward solution to the reachability problem is to use
the transitive closure (TC) of the graph. Then, GReach queries
are answered in constant𝑂 (1) time, but the𝑂 (𝑛2) offline cost of
maintaining TC is prohibitively high. In contrast, aGReach query

can be answered with no offline cost by traversing the graph
in 𝑂 ( |𝑉 | + |𝐸 |) time. However, both solutions are impractical,
especially for large graphs.

In view of the above, a plethora of indexing or labeling schemes
have been proposed, trying to balance the online query cost,
the offline construction cost, and the storage requirements for
the index. Typically, these solutions adopt one of the following
approaches. The goal of the methods adopting the Label-Only
approach is to compress the graph TC for fast online querying;
only the labels constructed offline are used during query evalua-
tion. The interval-based labeling by Agrawal et al. [1] (Section 3)
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adopts this idea. Other works compress TC by a minimal num-
ber of pair-wise disjoint vertex chains [12, 32, 33]. Similar to
[1], a spanning tree is used as the basis for indexing TC in dual-
labeling [61], but the scheme is suitable only for sparse graphs.
The 2-hop scheme [14, 15, 19, 48] constructs for each vertex 𝑣 a
list with part of the vertices that can reach 𝑣 (𝐿𝑖𝑛 [𝑣]) and part
of those reachable from 𝑣 (𝐿𝑜𝑢𝑡 [𝑣]). Then, a GReach(𝑣,𝑢) is an-
swered by checking whether 𝐿𝑜𝑢𝑡 [𝑣] and 𝐿𝑖𝑛 [𝑢] share a vertex or
not. The 3-HOP scheme [35] improves 2-hop labeling by capital-
izing on the Chain-Cover idea [32], while Path-hop [9] improves
3-HOP by replacing the chain decomposition with a tree struc-
ture. Some works also targeted how to reduce the construction
cost of 2-hop, e.g., TF-Label [13], TL and DL [34], BLL [64], and
TOL [70]. Last, Tang et al. [56] employ graph partitioning to accel-
erate GReach; the original graph is divided into two subgraphs,
one topologically labeled and one labeled using 2-hop.

On the other hand, the methods that follow the Label+G ap-
proach use both the computed labels and potentially graph traver-
sal to answer GReach; essentially, the focus here is on reducing
the offline construction cost incurred by compressing the graph
TC. Tree+SSPI [10] and GRIPP [58] employ interval-based label-
ing on the spanning tree of the input graph but also traverse this
graph in a depth-first fashion, if needed. GRAIL [65, 66] uses a
number of spanning trees to generate vertex labels, but, if this
ensemble of labels is not enough to decide on the reachability,
GRAIL uses depth-first search. FERRARI [49] also uses multi-
ple labels per vertex. Feline [59] uses two topological orders to
cover as many unreachable vertices as possible. IP [62, 63] is
based on 𝑘-min-wise independent permutation to define multiple
types of vertex labels. BFL [52] incorporates bloom filtering in
its labeling scheme. Last, the multi-dimensional labeling scheme
MG-Tag [69] relies on graph partitioning. Different to previous
Label+G methods, when a GReach query cannot be answered
using the labels, MG-Tag traverses the smaller in size, partitioned
graph instead of the original one. Recently, directed acyclic graph
reduction [67, 68] was further considered to accelerate reachabil-
ity queries. The idea is to reduce the size of the input graph by
computing its transitive reduction followed by the equivalence
reduction.

SpaReach can use any of the above schemes to evaluate the
involvedGReach queries. For our tests, we consider BFL [52] due
to its promising results. In contrast, as discussed in Section 4.1,
SocReach cannot benefit from the majority of the works above,
as their focus is on accelerating GReach and not on other graph
problems such as computing the descendants of a vertex. Finally,
our 3DReach explicitly builds upon the interval-based labeling.

7.2 Spatial Range Queries

Spatial range queries are typically evaluated with spatial index-
ing. In principle, these structures employ partitioning to prune
the search space. A wide range of indices are proposed in the
literature for both point and non-point data; our focus is on the
former.

Depending on the nature of the partitioning, spatial indices
can be classified into two classes. On the one hand, indices based
on space-oriented partitioning (SOP) divide the space into dis-
joint partitions. A grid [6], which divides the space into cells
(partitions) using axis-parallel lines, is the simplest SOP index.
Hierarchical indices that fall in this category are the kd-tree [5]
and the quad-tree [28]. On the other hand, indices based on data-
oriented partitioning (DOP) allow the extent of the partitions

to overlap but ensure that their contents are disjoint (i.e., each
object is assigned to precisely one partition). The R-tree [30] and
its variants (e.g., the R∗-tree [4]) are the most popular methods in
this class. The R-tree is a height-balanced tree, which generalizes
the B+-tree in the multi-dimensional space and hierarchically
groups object MBRs to blocks. BLOCK [44] is a recently proposed
main-memory DOP index, which uses a hierarchy of grids.

Lately, following the trend for relational data, learned indices
have been proposed also for spatial data, where the main idea is
to learn the spatial distribution of the objects and then define a
lightweight index. Intuitively, the query evaluation is guided by
models instead of a sparse index. Wang et al. [60] first map the
data to a one-dimensional space, using their Z-order, and then
construct a multi-staged learned index for one-dimensional data,
similar to [36]. ML-Index [20] also uses a transformation to the
one-dimensional space, but relative to the distance to the closest
reference point. In LISA [40], the data are organized using a grid;
the one-dimensional order of the cells and the data distribution
determines the grouping of cells and the corresponding learned
models. RSMI [45] suggests a rank space-based ordering, which
becomes scalable by a recursive partitioning and learning strategy.
Flood index [43] automatically adapts itself to a particular dataset
and query workload by jointly optimizing the index structure
and data storage layout. Al-Mamun et al. summarize learning
indices for spatial (and multi-dimensional) data in [2].

Without loss of generality, our implementation of SpaReach
uses an R-tree to index the spatial vertices similar to [47], as it
is the most dominant structure for spatial data. Last, the R-tree
employed by our 3DReach can be replaced by another structure
as long as it is able to index the three-dimensional space defined
for the spatial vertices of the geosocial network.

8 CONCLUSIONS AND FUTUREWORK

We studied the computation of RangeReach(𝐺, 𝑣, 𝑅) queries in
geosocial networks [47]. We proposed two novel methods which
build on the interval-based labeling from [1]. SocReach employs
the labeling to determine the descendants of the query vertex
𝑣 and then compares their location to the query region 𝑅. The
3DReach approach first maps the network vertices into a three-
dimensional space, which expands the original 2D space with
an extra dimension from the interval-based labeling. Under this
transformation, RangeReach is rewritten as a set of 3D range
queries. Our experimental analysis on real geosocial networks
showed that 3DReach is the fastest method for RangeReach
queries, outperforming both the GeoReach [47] state-of-the-
art method and the methods that prioritize either the spatial
(SpaReach) or the social predicate of the query, such as our
SocReach.

In the future, we plan to investigate how our approach can
efficiently handle updates in the network and the role of opti-
mal (e.g., shallow) spanning forests in the construction of the
interval-based labeling, similar to [1]. Furthermore, we plan to
examine the incorporation of our methods in existing systems
for geosocial networks and consider the computation of other
types of geosocial queries.
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