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ABSTRACT
Query relaxation aims to relax the query constraints in order to derive some approximate results when the answer set is small. In this demo paper, we present REQUIRED, an automated, portable, and scalable query relaxation tool leveraging metadata learned from an input dataset. The intuition is to use relationships underlying attribute values to derive a new query whose approximate results still meet the user’s expectations. In particular, REQUIRED exploits relaxed functional dependencies to modify the original query in two different ways: (i) relaxing some query conditions by replacing the equality constraints with ranges and/or collections of admissible values, and (ii) rewriting the original query by replacing some or all the attributes involved in the conditions of the query with attributes related to them. Our demonstration scenarios show that REQUIRED is effective in properly relaxing queries according to the considered strategy.

1 INTRODUCTION
With the proliferation of devices capable of connecting to the Internet, the Web has become populated with numerous platforms that integrate data from different sources and enable users to conduct even complex searches in a few steps. For instance, it is not unusual for a user to buy products on e-commerce platforms among thousands of available products, after performing several queries based on his/her needs.

Motivation. Considering the scenario provided above, it is worth to highlight that the capability of gathering proper results from a large amount of available data is not a trivial task, even for expert users (users, in the following), such as DBA and/or researchers, which would use such platforms for different kinds of analysis processes. In this scenario, since the user might not know the entire data collection, it is not uncommon to receive none or few results upon entering a query on a dataset. In such cases, the user must manually modify the query parameters until the desired results are obtained. This kind of operation is time-consuming, also providing an uncomfortable user experience. To address these issues, Query Relaxation techniques aim to automatically relax the parameters of a query in order to obtain additional results related to the ones of the original query [5].

Contribution. In this paper, we present REQUIRED (RELexing QUerles through RELaxed Dependencies), a query relaxation tool leveraging metadata extracted from the dataset to extend and relax the user’s query and derive a larger answer set, which is still compliant with the intent expressed by the user. Through its simple graphical user interface, REQUIRED allows to execute queries on a dataset and visualize the obtained results. Moreover, it provides the possibility to enlarge the query answer set by considering a set of Relaxed Functional Dependencies (rFDs), which can be directly loaded from the tool interface. Notice that, REQUIRED does not prescribe to use a specific rFD discovery algorithm, but it is able to parse collections of automatically discovered rFDs and rank them based on a proper utility strategy (see Section 2.2). Thus, the user can select an rFD that will then be used for automatically deriving the relaxed query. As a consequence, REQUIRED is able to (i) extend the user’s original query by replacing the equality constraint in accordance with the thresholds defined by the selected rFD, and/or (ii) completely rewrite the original query by replacing attributes recalled in the query conditions with those determined by the considered rFD. With respect to the first version of the methodology underlying REQUIRED [5], which has proven effective on several real-world datasets, in this work we enable the possibility to simply extend the query conditions, and define a proper rFD ranking strategy to allow users to first focus on rFDs that are more compliant with the conditions of the original query.

Related Work. In recent years, many proposals have explored the problem of query relaxation from a methodological point of view. Some of these works are based on the generation of special statistical summaries to support the rewriting of the user’s query [13], whereas other approaches rely on the use of machine learning models. In particular, in [10] the authors use a sample of the dataset to learn decision rules, which are then considered by a nearest-neighbor model to generate an alternative query if the original one did not yield results. This method has been subsequently revisited in [11], as the previous version tended to generate queries that were too simple when the algorithm was trained on small datasets. A first proposal entailing the exploitation of data dependencies, i.e., Approximate Functional Dependencies (AFDs) [7], to capture relationships holding among the attributes and to pick a heuristic for the relaxation process, has been defined in [12]. In particular, the authors’ intuition was that the attributes with the least influence on the other attributes should be relaxed first aiming to preserve the semantics of the original query as much as possible. On the other hand, other approaches involve the user in an interactive relaxation process, leading to the definition of semi-automatic tools. Among these, Albarrak et al. [1] proposed a Web-based prototype for refining range queries, while [9] introduces a Web application based on a probabilistic framework. More recent works explore the relaxation of queries on spatiotemporal data [2], and study the application of query relaxation for similarity search of RDF nodes [6]. Furthermore, Li et al. [8] applied query relaxation for semantic association search, which returns an entity-relations graph. With respect to these approaches, REQUIRED provides, to the best of our knowledge, both a high level of automation and a simple user interface, which better motivates users to engage in query relaxation processes.
2 RELAXING QUERIES THROUGH METADATA

In this section, we introduce the concepts of Functional Dependency (fd) and Relaxed Functional Dependency (rfd). Then, we present the query relaxation problem and the proposed solution.

2.1 Preliminaries

Consider R to be a relation schema defined over a set of attributes attr(R), where each attribute A ∈ attr(R) has a domain dom(A). Given an instance r of R, a Functional Dependency (fd) R → Y (X implies Y) is an integrity constraint among two sets of attributes X, Y ∈ attr(R). X is referred to as left-hand side (LHS), while Y is the right-hand side (RHS). Thus, by denoting with t1[X] the projection of the tuple t1, the functional dependency X → Y is said to be satisfied if and only if for every pair of tuples (t1, t2), whenever t1[X] = t2[X], then t1[Y] = t2[Y]. Over the years, the concept of fd has been extended since the equality constraint is too strict for real-world data, and, then, generalized under the concept of Relaxed Functional Dependencies (rfd), which can be classified in two categories: rfd, relaxing the equality constraint by means of a similarity/distance operator, and rfd-s allowing for the tolerance of a limited number of tuples that violate the dependency. Notice that, since the methodology underlying the proposed tool only uses rfd-s, in what follows we provide only the definition of this type of rfd. For a more general definition of rfd see [4]. Formally, an rfd is defined as follows:

\[ \varphi : X \rightarrow Y, \]

where X = \{X₁, . . . , Xₙ\} and Y = \{Y₁, . . . , Yₚ\} are attribute sets, and \( \Phi₁ = \{\phi₁X₁, . . . , \phiₙXₙ\} \) and \( \Phi₂ = \{\phi₁Y₁, . . . , \phiₚYₚ\} \) are conjunctions of predicates, each defining a similarity/distance constraint to be satisfied over the attribute value comparison process.

2.2 Exploiting rfd-s in query relaxation

A query relaxation process requires the modification of some of the constraints of a query with the likelihood that the database will contain more tuples satisfying them than those resulting from the original query.

More formally, given a relation instance r of a relation R, and a query Q whose answer set |Q(r)| ≤ |r| is derived through a set of query conditions \( \Gamma = \{\gamma₁, . . . , \gammaₖ\} \) such that \( \gammaₙ \) has the form \( \{B₁ = b₁\} \), a query relaxation process aims to find a query \( Q' \) whose answer set |Q'(r)| ≤ |Q(r)| ≤ |r| is derived through a novel set of query conditions \( \Gamma' \), such that each tuple \( t_j \in Q'(r) \) either satisfies conditions in \( \Gamma \) (i.e., \( t_j \in Q(r) \)), or satisfies conditions related to those in \( \Gamma \). To this end, we propose a query relaxation methodology that exploits the concept of rfd in order to derive the set of related conditions \( \Gamma' \).

The proposed methodology provides users with the possibility to select an rfd involving at least one attribute included in the conditions defined by Q, and exploits \( \varphi \) to automatically define \( Q' \) according to correlations among data contained in \( \varphi \). In what follows, we describe the two implemented query relaxation strategies, which permit to (i) extend query conditions by including similar values, and (ii) change query conditions by considering some others defined on alternative attributes, but related to those involved in Q. Finally, we present the rfd ranking strategy enabling the user to properly select the rfd that will drive the query relaxation process.

Extending query conditions through rfd-s. Given a query Q and an rfd \( \varphi : X \rightarrow Y, \) for each B ∈ X if \( \gammaₙ = \{B = b\} \in \Gamma \) (i.e., \( \gammaₙ \) is one of the conditions in Q), then we might rewrite Q in \( Q' \) by replacing \( \gammaₙ \) with \( \gammaₙ' = \{b' \text{ like } b\} \), where like means that either \( b - \epsilon \leq b' \leq b + \epsilon \) (if \( B \) is a numerical attribute), with \( \epsilon \) derived from the rfd threshold on \( B \), or \( b' \in \text{IN} \{b₁, . . . , bₙ\} \) (if \( B \) is a textual attribute), where \( \{b₁, . . . , bₙ\} \) represent a collection of values similar to \( b \) according to the similarity/distance constraint associated to \( B \) in \( \varphi \).

Changing query conditions through rfd-s. Given an rfd \( \varphi : X \rightarrow Y, \) and the answer set \( Q'(r) \) obtained from the previous query extension strategy, then we might rewrite \( Q' \) in \( Q'' \) by replacing the condition \( \gammaₙ \) from \( \Gamma' \) according to the following formula:

\[ \gammaₙ'' = \bigvee_{t \in Q'(r)} \left( c \in X \cup Y \wedge \gammaₙ \Rightarrow c' \text{ like } t[C] \right) \]

In other words, given the selected rfd \( \varphi, \gammaₙ'' \) rewrites \( \gammaₙ \) by considering each tuple \( t \) in \( Q'(r) \) (i.e., \( t \) satisfies \( \gammaₙ'' \)), and by considering each other attribute \( C \) involved in \( \varphi \) from which it is possible to define a new condition according to the similarity/distance constraint associated to \( C \) and the value \( t[C] \). Notice that, no conditions are included for the attributes \( C \) involved in the original query (i.e., \( \forall C \in \Gamma \)), since these attributes are already involved in the query relaxation process started from \( \gammaₙ \). Thus, \( \gammaₙ'' \) represents a disjunction of new conditions (i.e., for each tuple in \( Q'(r) \)), each rewriting \( \gammaₙ \) with a conjunction of new conditions over alternative attributes included in \( \varphi \) but not in \( Q \).

Ranking and filtering rfd-s. The number of rfd-s holding on a given dataset can be high. For this reason, it is important to have a strategy for identifying the most useful ones holding on a relation \( r \). In the proposed methodology, we rank the collection of rfd-s according to the following criteria that maximize the original semantics of the query: (i) minimizing the LHS cardinality, (ii) maximizing thresholds for the LHS attributes, (iii) minimizing the threshold for the RHS attribute [3], and (iv) maximizing the number of attributes involved in the original query conditions. Moreover, a filtering strategy imposes the removal of all the rfd-s that do not include at least one attribute involved in the conditions defined over the original query.

3 THE REQUIRED TOOL

The REQUIRED tool implements the methodology defined in the previous section, and enables the user to perform a query relaxation process driven by a set of rfd-s holding on the considered dataset. The system architecture and functionalities of the proposed tool are described in the following subsections.

3.1 System Architecture

REQUIRED relies on a microservice architecture in which data is exchanged through REST APIs by means of the JSON standard format in order to guarantee high portability, scalability, and maintainability of components. Although in this demo paper we present a WebApp, the Back-end component of REQUIRED can be integrated with a plugin into other systems, such as DBMS clients. Figure 1 shows an overview of the system architecture. As we can see, REQUIRED is separated into two containers: one including the user interfaces (REQUIRED UI) and the other containing the services required for executing the system functionalities (REQUIRED Back-end). The components of the user interfaces access the REQUIRED services in the back-end through the API Client component. The latter interacts with the REQUIRED services in the other container by invoking the Server component,
which is responsible for communicating with the other services in the container and for executing their functionalities.

The user interacts with REQUIRED through a web browser through which s/he can upload a dataset and submit queries. Then, the user can upload the rfd-centric datasets holding on the dataset, so that s/he can select the one best suited for relaxing the query.

Implementation details. The tool has been developed as an application divided into multiple Docker containers. The Client components have been designed as a monorepo architecture using Angular and NX frameworks, which permit to define reactive interfaces and facilitate future updating of the functionalities behind REQUIRED. The Server is a reactive RESTful web service that has been built as a Maven multi-module project using Java and SpringWebFlux. Through Docker, both the SpringWebFlux microservice and the Angular UI application have been containerized in two Docker Images freely accessible on Docker Hub.

3.2 Functionalities
REQUIRED is able to provide users with several functionalities, requiring a minimum number of configurations for their execution, as shown in Figure 2. After uploading a dataset, REQUIRED automatically identifies its attributes and their types, i.e., numerical or textual, and it generates input fields with which the user can interact (Figure 2a). Starting from this, REQUIRED provides three main functionalities:

- **Executing a query**: We can execute a query by instantiating the attributes recalled in its conditions. REQUIRED automatically composes and enquires the dataset, and shows the answer set within the table at the bottom of the interface. Moreover, the percentage value on the top of the table shows the rate by which occurrences contained in the dataset match the executed query. Figure 2a shows an example of the query performed on the Songs dataset. As we can see, we have set the values "Ed Sheeran" and "80" for the attributes Artistname and Energy, respectively. Consequently, REQUIRED enquires the dataset by executing the following query: "SELECT * FROM Songs WHERE Artistname = 'Ed Sheeran' AND Energy = 80".

- **Extending a query**: After executing a query, we can upload a set of rfd-centric datasets holding on the considered dataset. Then, REQUIRED shows in a table, those automatically ranked and, and shows the rfd-centric datasets in a table, after applying the ranking and filtering strategy (Figure 2b). After that, we can select an rfd-centric and REQUIRED automatically extends the query results according to the methodology described in Section 2.2. Figure 2c shows an example of the extended query after selecting the rfd-centric "Energy (≤52), Artistname (≤53) → Danceability (≤53)", leading to the considerations of songs with similar Energy i.e., in the range [78, 82], and with similar Artistname, i.e., the ones that have a Levenshtein distance ≤ 3 with respect to 'Ed Sheeran'. As we can see, REQUIRED updates the previous query by extending its conditions and rewrites it in the following query: "SELECT * FROM Songs WHERE Energy BETWEEN 78 AND 82 AND Artistname IN ('Ed Sheeran')". The extended query led to an increase in the matching occurrences, reaching a rate of 4% with respect to the whole dataset.

- **Relaxing a query**: After extending a query, we can relax some constraints according to the approach shown in Section 2.2. In particular, after selecting the "Relaxed Query" button, REQUIRED automatically re-defines some constraints of the extended query by considering the rfd-centric selected during the previous step. Figure 2d shows an example of the relaxed query considering the selected rfd-centric φ, which has led to the definition of the following new relaxed query: "SELECT * FROM Songs WHERE Danceability BETWEEN 69 AND 78". As we can see, the resulting occurrences have significantly increased with respect to those achieved with the original query, reaching a matching rate of 42% with respect to the whole dataset. Notice that, if the query in the previous step already provides more than 10 tuples in the results, REQUIRED triggers a prompt warning to notify the user with a possible over-relaxation of the query's results in the application of this relaxation step.

4 DEMONSTRATION PLAN
Our demonstration aims to show how REQUIRED can help users in enriching the query answer set by exploiting rfd-centric. In particular, REQUIRED permits to upload .csv datasets and rfd-centric in JSON format resulting from an rfd-centric discovery process. We use 5 datasets and the rfd-centric extracted from them by using the Domino algorithm [3]. In particular, starting from providing a demonstration on the basic functionalities of REQUIRED, such as loading a dataset and executing a query, we demonstrate two scenarios: relaxing queries without and with REQUIRED.

**Scenario 1. Relaxing query conditions without REQUIRED.** Let us suppose that we would like to execute a query in order to collect and analyze several results concerning products, songs, movies, and so forth. Thus, the user can set one or more selection conditions, which should encounter desirable characteristics of collected items. By focusing on queries that obtain no or few results, it would be desirable to enable users to relax query conditions in order to enlarge the output answer set. In this scenario, the user can only consider the interface of REQUIRED shown in Figure 2a to load a dataset and provide a query, then s/he can only try to manually change query conditions in order to increase the output answer set.

**Scenario 2. Relaxing query conditions with REQUIRED.** Starting from the previous scenario, let us suppose that the user can use REQUIRED in order to find good relaxation criteria based on data correlations inferred from data, and/or consider alternative items related to the ones characterized by the relaxed query conditions, but by changing attributes involved in the query. This means that, even though the provided query conditions possibly disappear from the relaxed query, the user is sure that the relaxed result set will contain items related to those under consideration. In this scenario, the user can load a dataset and provide a query, and then upload a set of rfd-centric discovered through the Domino

---

1 [https://hub.docker.com/u/rfdtoolbox/](https://hub.docker.com/u/rfdtoolbox/)
algorithm [3]. Then, REQUIRED shows the rfd-s involving at least one attribute included in query conditions, which are ranked according to their utility (see Section 2.2). The user can select an rfd, which characterizes the relaxation criteria that will be applied over the original queries, by analyzing occurrences that satisfy the selected rfd. Thus, REQUIRED redefines the original query according to the selected rfd, and shows the relaxed result set. Thus, the user can obtain results related to the ones of the original queries, by also considering correlations over other parameters that have not been considered by the user. This permits to increase the answer set and supports the user in finding novel items hardly reachable from refinement processes over conditions of the original query.

5 CONCLUSION

In this demo paper, we presented REQUIRED, a query relaxation tool that leverages Relaxed Functional Dependencies. Through its user interface, REQUIRED offers the possibility to upload a dataset and execute queries. To enlarge the result set, the user can load a set of rfd-s, which are automatically ranked by the tool according to a utility strategy. After selecting an rfd, REQUIRED can extend the query conditions or even completely rewrite some conditions of the user’s query. We showcased an algorithm to illustrate how REQUIRED can represent an effective tool for enriching the query results. In the future, we would like to extend REQUIRED in order to admit the consideration of multiple tables, join queries, and the integrity constraint compliance.
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